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Lisp (programming language)

From Wikipedia, the free encyclopedia

*"LISP" redirects here. For the Internet protocol, see*[*Locator/Identifier Separation Protocol*](https://en.wikipedia.org/wiki/Locator/Identifier_Separation_Protocol)*.*

*"Croma" redirects here. For other uses, see*[*Croma (disambiguation)*](https://en.wikipedia.org/wiki/Croma_(disambiguation))*.*

|  |  |
| --- | --- |
| **Lisp** | |
| [**Paradigm**](https://en.wikipedia.org/wiki/Programming_paradigm) | [Multi-paradigm](https://en.wikipedia.org/wiki/Multi-paradigm_programming_language): [functional](https://en.wikipedia.org/wiki/Functional_programming), [procedural](https://en.wikipedia.org/wiki/Procedural_programming), [reflective](https://en.wikipedia.org/wiki/Reflection_(computer_science)), [meta](https://en.wikipedia.org/wiki/Metaprogramming) |
| [**Designed by**](https://en.wikipedia.org/wiki/Software_design) | [John McCarthy](https://en.wikipedia.org/wiki/John_McCarthy_(computer_scientist)) |
| [**Developer**](https://en.wikipedia.org/wiki/Software_developer) | [Steve Russell](https://en.wikipedia.org/wiki/Steve_Russell_(computer_scientist)), Timothy P. Hart, and Mike Levin |
| **First appeared** | 1958; 58 years ago |
|  | |
| [**Typing discipline**](https://en.wikipedia.org/wiki/Type_system) | [dynamic](https://en.wikipedia.org/wiki/Dynamic_typing), [strong](https://en.wikipedia.org/wiki/Strongly_typed_programming_language) |
| [**Dialects**](https://en.wikipedia.org/wiki/Dialect_(computing)) | |
| [Arc](https://en.wikipedia.org/wiki/Arc_(programming_language)), [AutoLISP](https://en.wikipedia.org/wiki/AutoLISP), [Clojure](https://en.wikipedia.org/wiki/Clojure), [Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp), [Emacs Lisp](https://en.wikipedia.org/wiki/Emacs_Lisp), [EuLisp](https://en.wikipedia.org/wiki/EuLisp), [Franz Lisp](https://en.wikipedia.org/wiki/Franz_Lisp), [Hy](https://en.wikipedia.org/wiki/Hy), [Interlisp](https://en.wikipedia.org/wiki/Interlisp), [ISLISP](https://en.wikipedia.org/wiki/ISLISP), [LeLisp](https://en.wikipedia.org/wiki/LeLisp), [LFE](https://en.wikipedia.org/wiki/LFE_(programming_language)), [Maclisp](https://en.wikipedia.org/wiki/Maclisp), [MDL](https://en.wikipedia.org/wiki/MDL_(programming_language)), [newLISP](https://en.wikipedia.org/wiki/NewLISP), [NIL](https://en.wikipedia.org/wiki/NIL_(programming_language)), [Picolisp](https://en.wikipedia.org/wiki/Picolisp), [Portable Standard Lisp](https://en.wikipedia.org/wiki/Portable_Standard_Lisp), [Racket](https://en.wikipedia.org/wiki/Racket_(programming_language)), [RPL](https://en.wikipedia.org/wiki/RPL_(programming_language)), [Scheme](https://en.wikipedia.org/wiki/Scheme_(programming_language)), [SKILL](https://en.wikipedia.org/wiki/Cadence_SKILL), [Spice Lisp](https://en.wikipedia.org/wiki/Spice_Lisp), [T](https://en.wikipedia.org/wiki/T_(programming_language)), [Tcl](https://en.wikipedia.org/wiki/Tcl), [Zetalisp](https://en.wikipedia.org/wiki/Zetalisp) | |
| **Influenced by** | |
| [IPL](https://en.wikipedia.org/wiki/Information_Processing_Language) | |
| **Influenced** | |
| [CLIPS](https://en.wikipedia.org/wiki/CLIPS), [CLU](https://en.wikipedia.org/wiki/CLU_(programming_language)), [COWSEL](https://en.wikipedia.org/wiki/COWSEL), [Dylan](https://en.wikipedia.org/wiki/Dylan_(programming_language)), [Elixir](https://en.wikipedia.org/wiki/Elixir_(programming_language)), [Falcon](https://en.wikipedia.org/wiki/Falcon_(programming_language)), [Forth](https://en.wikipedia.org/wiki/Forth_(programming_language)), [Haskell](https://en.wikipedia.org/wiki/Haskell_(programming_language)), [Io](https://en.wikipedia.org/wiki/Io_(programming_language)), [Ioke](https://en.wikipedia.org/wiki/Ioke_(programming_language)), [JavaScript](https://en.wikipedia.org/wiki/JavaScript), [Julia](https://en.wikipedia.org/wiki/Julia_(programming_language)), [Logo](https://en.wikipedia.org/wiki/Logo_(programming_language)), [Lua](https://en.wikipedia.org/wiki/Lua_(programming_language)), [Mathematica](https://en.wikipedia.org/wiki/Mathematica), [ML](https://en.wikipedia.org/wiki/ML_(programming_language)), [Nim](https://en.wikipedia.org/wiki/Nim_(programming_language)), [Nu](https://en.wikipedia.org/wiki/Nu_(programming_language)), [OPS5](https://en.wikipedia.org/wiki/OPS5), [Perl](https://en.wikipedia.org/wiki/Perl), [POP-2](https://en.wikipedia.org/wiki/POP-2)/[11](https://en.wikipedia.org/wiki/POP-11), [Python](https://en.wikipedia.org/wiki/Python_(programming_language)), [R](https://en.wikipedia.org/wiki/R_(programming_language)), [Rebol](https://en.wikipedia.org/wiki/Rebol), [Ruby](https://en.wikipedia.org/wiki/Ruby_(programming_language)), [Scala](https://en.wikipedia.org/wiki/Scala_(programming_language)), [Smalltalk](https://en.wikipedia.org/wiki/Smalltalk), [Tcl](https://en.wikipedia.org/wiki/Tcl) | |

**Lisp** (historically, **LISP**) is a family of [computer](https://en.wikipedia.org/wiki/Computer) [programming languages](https://en.wikipedia.org/wiki/Programming_language) with a long history and a distinctive, fully [parenthesized](https://en.wikipedia.org/wiki/Parenthesized)[prefix notation](https://en.wikipedia.org/wiki/Polish_notation#Computer_programming).[[1]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-1) Originally specified in 1958, Lisp is the second-oldest [high-level programming language](https://en.wikipedia.org/wiki/High-level_programming_language) in widespread use today. Only [Fortran](https://en.wikipedia.org/wiki/Fortran) is older, by one year.[[2]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-2)[[3]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-3) Lisp has changed since its early days, and many [dialects](https://en.wikipedia.org/wiki/Programming_language_dialect) have existed over its history. Today, the best known general-purpose [Lisp dialects](https://en.wikipedia.org/wiki/Lisp_dialects) are [Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp) and [Scheme](https://en.wikipedia.org/wiki/Scheme_(programming_language)).

Lisp was originally created as a practical [mathematical notation](https://en.wikipedia.org/wiki/Mathematical_notation) for [computer programs](https://en.wikipedia.org/wiki/Computer_programs), influenced by the notation of [Alonzo Church](https://en.wikipedia.org/wiki/Alonzo_Church)'s [lambda calculus](https://en.wikipedia.org/wiki/Lambda_calculus). It quickly became the favored programming language for [artificial intelligence](https://en.wikipedia.org/wiki/Artificial_intelligence) (AI) research. As one of the earliest programming languages, Lisp pioneered many ideas in [computer science](https://en.wikipedia.org/wiki/Computer_science), including [tree data structures](https://en.wikipedia.org/wiki/Tree_data_structure), [automatic storage management](https://en.wikipedia.org/wiki/Garbage_collection_(computer_science)), [dynamic typing](https://en.wikipedia.org/wiki/Dynamic_typing), [conditionals](https://en.wikipedia.org/wiki/Conditional_(computer_programming)), [higher-order functions](https://en.wikipedia.org/wiki/Higher-order_function), [recursion](https://en.wikipedia.org/wiki/Recursion_(computer_science)), and the [self-hosting](https://en.wikipedia.org/wiki/Self-hosting) [compiler](https://en.wikipedia.org/wiki/Compiler).[[4]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-Graham-4)

The name *LISP* derives from "LISt Processor".[[5]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-ArtOfLisp-5) [Linked lists](https://en.wikipedia.org/wiki/Linked_list) are one of Lisp's major [data structures](https://en.wikipedia.org/wiki/Data_structure), and Lisp [source code](https://en.wikipedia.org/wiki/Source_code) is made of lists. Thus, Lisp programs can manipulate source code as a data structure, giving rise to the [macro](https://en.wikipedia.org/wiki/Macro_(computer_science)) systems that allow programmers to create new syntax or new [domain-specific languages](https://en.wikipedia.org/wiki/Domain-specific_language) embedded in Lisp.

The interchangeability of code and data gives Lisp its instantly recognizable syntax. All program code is written as [*s-expressions*](https://en.wikipedia.org/wiki/S-expression), or parenthesized lists. A function call or syntactic form is written as a list with the function or operator's name first, and the arguments following; for instance, a function f that takes three arguments would be called as (f arg1 arg2 arg3).
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John McCarthy (top) and Steve Russell (bottom)

Lisp was invented by [John McCarthy](https://en.wikipedia.org/wiki/John_McCarthy_(computer_scientist)) in 1958 while he was at the [Massachusetts Institute of Technology](https://en.wikipedia.org/wiki/Massachusetts_Institute_of_Technology) (MIT). McCarthy published its design in a paper in [*Communications of the ACM*](https://en.wikipedia.org/wiki/Communications_of_the_ACM) in 1960, entitled "Recursive Functions of Symbolic Expressions and Their Computation by Machine, Part I".[[6]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-MCCARTHY-6) He showed that with a few simple operators and a notation for functions, one can build a [Turing-complete](https://en.wikipedia.org/wiki/Turing-complete) language for algorithms.

[Information Processing Language](https://en.wikipedia.org/wiki/Information_Processing_Language) was the first AI language, from 1955 or 1956, and already included many of the concepts, such as list-processing and recursion, which came to be used in Lisp.

McCarthy's original notation used bracketed "[M-expressions](https://en.wikipedia.org/wiki/M-expression)" that would be translated into [S-expressions](https://en.wikipedia.org/wiki/S-expression). As an example, the M-expression car[cons[A,B]] is equivalent to the S-expression (car (cons A B)). Once Lisp was implemented, programmers rapidly chose to use S-expressions, and M-expressions were abandoned. M-expressions surfaced again with short-lived attempts of [MLISP](https://en.wikipedia.org/wiki/MLISP)[[7]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-SMITH-7) by [Horace Enea](https://en.wikipedia.org/w/index.php?title=Horace_Enea&action=edit&redlink=1)and [CGOL](https://en.wikipedia.org/wiki/CGOL) by [Vaughan Pratt](https://en.wikipedia.org/wiki/Vaughan_Pratt).

Lisp was first implemented by [Steve Russell](https://en.wikipedia.org/wiki/Steve_Russell_(computer_scientist)) on an [IBM 704](https://en.wikipedia.org/wiki/IBM_704) computer. Russell had read McCarthy's paper and realized (to McCarthy's surprise) that the Lisp *eval* function could be implemented in [machine code](https://en.wikipedia.org/wiki/Machine_code).[[8]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-8) The result was a working Lisp interpreter which could be used to run Lisp programs, or more properly, 'evaluate Lisp expressions.'

Two [assembly language macros](https://en.wikipedia.org/wiki/Assembly_language_macros) for the [IBM 704](https://en.wikipedia.org/wiki/IBM_704) became the primitive operations for decomposing lists: [car](https://en.wikipedia.org/wiki/Car_and_cdr) (Contents of the Address part of Register number) and [cdr](https://en.wikipedia.org/wiki/Car_and_cdr) (Contents of the Decrement part of Register number).[[9]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-PREHISTORY-9) From the context, it is clear that the term "register" is used here to mean "memory register", nowadays called "memory location". Lisp dialects still use car and cdr ([/ˈkɑːr/](https://en.wikipedia.org/wiki/Help:IPA_for_English) and [/ˈkʊdər/](https://en.wikipedia.org/wiki/Help:IPA_for_English)) for the operations that return the first item in a list and the rest of the list respectively.

The first complete Lisp compiler, written in Lisp, was implemented in 1962 by Tim Hart and Mike Levin at MIT.[[10]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-LEVIN-10) This compiler introduced the Lisp model of incremental compilation, in which compiled and interpreted functions can intermix freely. The language used in Hart and Levin's memo is much closer to modern Lisp style than McCarthy's earlier code.

Lisp was a difficult system to implement with the compiler techniques and stock hardware of the 1970s. [Garbage collection](https://en.wikipedia.org/wiki/Garbage_collection_(computer_science)) routines, developed by then-[MIT](https://en.wikipedia.org/wiki/MIT) graduate student [Daniel Edwards](https://en.wikipedia.org/w/index.php?title=Daniel_Edwards_(programmer)&action=edit&redlink=1), made it practical to run Lisp on general-purpose computing systems, but efficiency was still a problem.[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)] This led to the creation of [Lisp machines](https://en.wikipedia.org/wiki/Lisp_machine): dedicated hardware for running Lisp environments and programs. Advances in both computer hardware and compiler technology soon made Lisp machines obsolete.[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)]

During the 1980s and 1990s, a great effort was made to unify the work on new Lisp dialects (mostly successors to [Maclisp](https://en.wikipedia.org/wiki/Maclisp) like [ZetaLisp](https://en.wikipedia.org/wiki/ZetaLisp) and NIL (New Implementation of Lisp)) into a single language. The new language, [Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp), was somewhat compatible with the dialects it replaced (the book [Common Lisp the Language](https://en.wikipedia.org/wiki/Common_Lisp_the_Language) notes the compatibility of various constructs). In 1994, [ANSI](https://en.wikipedia.org/wiki/ANSI) published the Common Lisp standard, "ANSI X3.226-1994 Information Technology Programming Language Common Lisp."

**Timeline**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=2)]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Timeline of Lisp dialects(**[**edit**](http://en.wikipedia.org/w/index.php?title=Template:Lisp&action=edit)**)** | | | | | | | | | | | | | |
|  | **1955** | **1960** | **1965** | **1970** | **1975** | **1980** | **1985** | **1990** | **1995** | **2000** | **2005** | **2010** | **2015** |
| **Lisp 1.5** | **Lisp 1.5** | | |  |  |  |  |  |  |  |  |  |  |
| **Maclisp** |  |  | [Maclisp](https://en.wikipedia.org/wiki/Maclisp) | | | | |  |  |  |  |  |  |
| **Interlisp** |  |  |  | [Interlisp](https://en.wikipedia.org/wiki/Interlisp) | | | | |  |  |  |  |  |
| **ZetaLisp** |  |  |  |  | [Lisp Machine Lisp](https://en.wikipedia.org/wiki/Lisp_Machine_Lisp) | | | | |  |  |  |  |
| **Scheme** |  |  |  |  | [Scheme](https://en.wikipedia.org/wiki/Scheme_(programming_language)) | | | | | | | | |
| **NIL** |  |  |  |  | [NIL](https://en.wikipedia.org/wiki/NIL_(programming_language)) | |  |  |  |  |  |  |  |
| **Common Lisp** |  |  |  |  |  | [Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp) | | | | | | | |
| **T** |  |  |  |  |  |  | [T](https://en.wikipedia.org/wiki/T_(programming_language)) | | |  |  |  |  |
| **Emacs Lisp** |  |  |  |  |  |  | [Emacs Lisp](https://en.wikipedia.org/wiki/Emacs_Lisp) | | | | | | | |
| **AutoLISP** |  |  |  |  |  |  | [AutoLISP](https://en.wikipedia.org/wiki/AutoLISP) | | | | | | |  |
| **ISLISP** |  |  |  |  |  |  | [ISLISP](https://en.wikipedia.org/wiki/ISLISP) | | | | | | |  |
| **EuLisp** |  |  |  |  |  |  | [EuLisp](https://en.wikipedia.org/wiki/EuLisp) | | | |  |  |  |  |
| **Racket** |  |  |  |  |  |  |  |  | [Racket](https://en.wikipedia.org/wiki/Racket_(programming_language)) | | | | |  |
| **Arc** |  |  |  |  |  |  |  |  |  | [Arc](https://en.wikipedia.org/wiki/Arc_(programming_language)) | | | |  |
| **Clojure** |  |  |  |  |  |  |  |  |  |  | [Clojure](https://en.wikipedia.org/wiki/Clojure) | | |  |
| **LFE** |  |  |  |  |  |  |  |  |  |  | [LFE](https://en.wikipedia.org/wiki/LFE_(programming_language)) | | |  |
| **Hy** |  |  |  |  |  |  |  |  |  |  |  | [Hy](https://en.wikipedia.org/wiki/Hy) | |  |

**Connection to artificial intelligence**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=3)]

Since its inception, Lisp was closely connected with the [artificial intelligence](https://en.wikipedia.org/wiki/Artificial_intelligence) research community, especially on [PDP-10](https://en.wikipedia.org/wiki/PDP-10)[[11]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-11) systems. Lisp was used as the implementation of the programming language [Micro Planner](https://en.wikipedia.org/wiki/Planner_programming_language) which was used in the famous AI system [SHRDLU](https://en.wikipedia.org/wiki/SHRDLU). In the 1970s, as AI research spawned commercial offshoots, the performance of existing Lisp systems became a growing issue.[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)]

**Genealogy and variants**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=4)]

Over its fifty-year history, Lisp has spawned many variations on the core theme of an S-expression language. Moreover, each given dialect may have several implementations—for instance, there are more than a dozen implementations of [Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp).

Differences between dialects may be quite visible—for instance, Common Lisp uses the keyword defun to name a function, but Scheme uses define.[[12]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-12) Within a dialect that is standardized, however, conforming implementations support the same core language, but with different extensions and libraries.

**Historically significant dialects**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=5)]

[![https://upload.wikimedia.org/wikipedia/commons/thumb/1/16/LISP_machine.jpg/220px-LISP_machine.jpg](data:image/jpeg;base64,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)](https://en.wikipedia.org/wiki/File:LISP_machine.jpg)

A Lisp machine in the [MIT Museum](https://en.wikipedia.org/wiki/MIT_Museum)
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[4.3 BSD](https://en.wikipedia.org/wiki/4.3BSD) from the [University of Wisconsin](https://en.wikipedia.org/wiki/University_of_Wisconsin), displaying the [man page](https://en.wikipedia.org/wiki/Man_page) for [Franz Lisp](https://en.wikipedia.org/wiki/Franz_Lisp)

* LISP 1[[13]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-13) – First implementation.
* LISP 1.5[[14]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-14) – First widely distributed version, developed by McCarthy and others at MIT. So named because it contained several improvements on the original "LISP 1" interpreter, but was not a major restructuring as the planned [LISP 2](https://en.wikipedia.org/wiki/LISP_2) would be.
* [Stanford LISP](https://en.wikipedia.org/w/index.php?title=Stanford_LISP&action=edit&redlink=1) 1.6[[15]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-15) – This was a successor to LISP 1.5 developed at the [Stanford AI Lab](https://en.wikipedia.org/wiki/Stanford_AI_Lab), and widely distributed to [PDP-10](https://en.wikipedia.org/wiki/PDP-10) systems running the [TOPS-10](https://en.wikipedia.org/wiki/TOPS-10) operating system. It was rendered obsolete by Maclisp and InterLisp.
* [MACLISP](https://en.wikipedia.org/wiki/Maclisp)[[16]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-16) – developed for MIT's [Project MAC](https://en.wikipedia.org/wiki/Project_MAC) (no relation to Apple's [Macintosh](https://en.wikipedia.org/wiki/Macintosh), nor to [McCarthy](https://en.wikipedia.org/wiki/John_McCarthy_(computer_scientist))), direct descendant of LISP 1.5. It ran on the PDP-10 and [Multics](https://en.wikipedia.org/wiki/Multics) systems. (MACLISP would later come to be called Maclisp, and is often referred to as MacLisp.)
* [InterLisp](https://en.wikipedia.org/wiki/InterLisp)[[17]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-17) – developed at [BBN Technologies](https://en.wikipedia.org/wiki/BBN_Technologies) for PDP-10 systems running the [Tenex](https://en.wikipedia.org/wiki/TOPS-20) operating system, later adopted as a "West coast" Lisp for the Xerox Lisp machines as [InterLisp-D](https://en.wikipedia.org/w/index.php?title=InterLisp-D&action=edit&redlink=1). A small version called "InterLISP 65" was published for the [6502](https://en.wikipedia.org/wiki/MOS_6502)-based [Atari 8-bit family](https://en.wikipedia.org/wiki/Atari_8-bit_family) computer line. For quite some time, Maclisp and InterLisp were strong competitors.
* [Franz Lisp](https://en.wikipedia.org/wiki/Franz_Lisp) – originally a [University of California, Berkeley](https://en.wikipedia.org/wiki/University_of_California,_Berkeley) project; later developed by Franz Inc. The name is a humorous deformation of the name "[Franz Liszt](https://en.wikipedia.org/wiki/Franz_Liszt)", and does not refer to [Allegro Common Lisp](https://en.wikipedia.org/wiki/Allegro_Common_Lisp), the dialect of Common Lisp sold by Franz Inc., in more recent years.
* [XLISP](https://en.wikipedia.org/w/index.php?title=XLISP&action=edit&redlink=1), which [AutoLISP](https://en.wikipedia.org/wiki/AutoLISP) was based on.
* [Standard Lisp](https://en.wikipedia.org/w/index.php?title=Standard_Lisp&action=edit&redlink=1) and [Portable Standard Lisp](https://en.wikipedia.org/wiki/Portable_Standard_Lisp) were widely used and ported, especially with the Computer Algebra System REDUCE.
* [ZetaLisp](https://en.wikipedia.org/wiki/ZetaLisp), also termed Lisp Machine Lisp – used on the [Lisp machines](https://en.wikipedia.org/wiki/Lisp_machine), direct descendant of Maclisp. ZetaLisp had a big influence on Common Lisp.
* [LeLisp](https://en.wikipedia.org/wiki/LeLisp) is a French Lisp dialect. One of the first [Interface Builders](https://en.wikipedia.org/wiki/Interface_Builder) was written in LeLisp.[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)]
* [Scheme](https://en.wikipedia.org/wiki/Scheme_(programming_language)) (1975).[[18]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-18)
* [Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp) (1984), as described by [*Common Lisp the Language*](https://en.wikipedia.org/wiki/Common_Lisp_the_Language) – a consolidation of several divergent attempts (ZetaLisp, [Spice Lisp](https://en.wikipedia.org/wiki/Spice_Lisp), [NIL](https://en.wikipedia.org/wiki/NIL_(programming_language)), and [S-1 Lisp](https://en.wikipedia.org/wiki/S-1_Lisp)) to create successor dialects[[19]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-19) to Maclisp, with substantive influences from the Scheme dialect as well. This version of Common Lisp was available for wide-ranging platforms and was accepted by many as a [de facto standard](https://en.wikipedia.org/wiki/De_facto_standard)[[20]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-20) until the publication of ANSI Common Lisp (ANSI X3.226-1994).
* [Dylan](https://en.wikipedia.org/wiki/Dylan_(programming_language)) was in its first version a mix of Scheme with the Common Lisp Object System.
* [EuLisp](https://en.wikipedia.org/wiki/EuLisp) – attempt to develop a new efficient and cleaned-up Lisp.
* [ISLISP](https://en.wikipedia.org/wiki/ISLISP) – attempt to develop a new efficient and cleaned-up Lisp. Standardized as ISO/IEC 13816:1997[[21]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-21) and later revised as ISO/IEC 13816:2007:[[22]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-22) *Information technology – Programming languages, their environments and system software interfaces – Programming language ISLISP*.
* IEEE [Scheme](https://en.wikipedia.org/wiki/Scheme_(programming_language)) – IEEE standard, 1178–1990 (R1995)
* ANSI [Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp) – an [American National Standards Institute](https://en.wikipedia.org/wiki/American_National_Standards_Institute) (ANSI) [standard](https://en.wikipedia.org/wiki/Standardization) for Common Lisp, created by subcommittee [X3J13](https://en.wikipedia.org/wiki/X3J13), chartered[[23]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-23) to begin with *Common Lisp: The Language* as a base document and to work through a public [consensus](https://en.wikipedia.org/wiki/Consensus_decision-making) process to find solutions to shared issues of [portability](https://en.wikipedia.org/wiki/Portability_(software)) of programs and [compatibility](https://en.wikipedia.org/wiki/Computer_compatibility) of Common Lisp implementations. Although formally an ANSI standard, the implementation, sale, use, and influence of ANSI Common Lisp has been and continues to be seen worldwide.
* [ACL2](https://en.wikipedia.org/wiki/ACL2) or "A Computational Logic for Applicative Common Lisp", an applicative (side-effect free) variant of Common LISP. ACL2 is both a programming language which can model computer systems, and a tool to help proving properties of those models.
* [Clojure](https://en.wikipedia.org/wiki/Clojure), a recent dialect of Lisp which compiles to the [Java virtual machine](https://en.wikipedia.org/wiki/Java_virtual_machine) and handles [concurrency](https://en.wikipedia.org/wiki/Concurrency_(computer_science)) very well.

**2000-present**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=6)]

After having declined somewhat in the 1990s, Lisp has recently experienced a resurgence of interest. Most new activity is focused around implementations of [Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp), [Clojure](https://en.wikipedia.org/wiki/Clojure), [Racket](https://en.wikipedia.org/wiki/Racket_(programming_language)), [Scheme](https://en.wikipedia.org/wiki/Scheme_(programming_language)), and [Emacs Lisp](https://en.wikipedia.org/wiki/Emacs_Lisp), and includes development of new portable libraries and applications.

Many new Lisp programmers were inspired by writers such as [Paul Graham](https://en.wikipedia.org/wiki/Paul_Graham_(computer_programmer)) and [Eric S. Raymond](https://en.wikipedia.org/wiki/Eric_S._Raymond) to pursue a language others considered antiquated. New Lisp programmers often describe the language as an eye-opening experience and claim to be substantially more productive than in other languages.[[24]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-24) This increase in awareness may be contrasted to the "[AI winter](https://en.wikipedia.org/wiki/AI_winter)" and Lisp's brief gain in the mid-1990s.[[25]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-25)

Dan Weinreb lists in his survey of Common Lisp implementations[[26]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-26) eleven actively maintained Common Lisp implementations. Scieneer Common Lisp is a new commercial implementation forked from CMUCL with a first release in 2002.

The [open source](https://en.wikipedia.org/wiki/Open_source) community has created new supporting infrastructure: [CLiki](https://en.wikipedia.org/wiki/CLiki) is a wiki that collects Common Lisp related information, the [Common Lisp directory](https://en.wikipedia.org/w/index.php?title=Common_Lisp_directory&action=edit&redlink=1) lists resources, #lisp is a popular IRC channel and allows the sharing and commenting of code snippets (with support by [lisppaste](https://en.wikipedia.org/w/index.php?title=Lisppaste&action=edit&redlink=1), an [IRC bot](https://en.wikipedia.org/wiki/IRC_bot) written in Lisp), [Planet Lisp](https://en.wikipedia.org/w/index.php?title=Planet_Lisp&action=edit&redlink=1) collects the contents of various Lisp-related blogs, on [LispForum](https://en.wikipedia.org/w/index.php?title=LispForum&action=edit&redlink=1) users discuss Lisp topics, [Lispjobs](https://en.wikipedia.org/w/index.php?title=Lispjobs&action=edit&redlink=1) is a service for announcing job offers and there is a weekly news service, [*Weekly Lisp News*](https://en.wikipedia.org/w/index.php?title=Weekly_Lisp_News&action=edit&redlink=1). *Common-lisp.net* is a hosting site for open source Common Lisp projects. [Quicklisp](https://en.wikipedia.org/wiki/Quicklisp) is a library manager for Common Lisp.

50 years of Lisp (1958–2008) has been celebrated at LISP50@OOPSLA.[[27]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-27) There are regular local user meetings in Boston, Vancouver, and Hamburg. Other events include the European Common Lisp Meeting, the European Lisp Symposium and an International Lisp Conference.

The Scheme community actively maintains [over twenty implementations](https://en.wikipedia.org/wiki/Scheme_(programming_language)#Implementations). Several significant new implementations (Chicken, Gambit, Gauche, Ikarus, Larceny, Ypsilon) have been developed in the last few years. The Revised5 Report on the Algorithmic Language Scheme[[28]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-28) standard of Scheme was widely accepted in the Scheme community. The [Scheme Requests for Implementation](https://en.wikipedia.org/wiki/Scheme_Requests_for_Implementation) process has created a lot of quasi standard libraries and extensions for Scheme. User communities of individual Scheme implementations continue to grow. A new language standardization process was started in 2003 and led to the R6RS Scheme standard in 2007. Academic use of Scheme for teaching computer science seems to have declined somewhat. Some universities, such as MIT, are no longer using Scheme in their computer science introductory courses.[[29]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-29)[[30]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-30)

There are several new dialects of Lisp: [Arc](https://en.wikipedia.org/wiki/Arc_(programming_language)), [Hy](https://en.wikipedia.org/wiki/Hy), [Nu](https://en.wikipedia.org/wiki/Nu_(programming_language)), [Clojure](https://en.wikipedia.org/wiki/Clojure), [Liskell](https://en.wikipedia.org/w/index.php?title=Liskell&action=edit&redlink=1), [LFE](https://en.wikipedia.org/wiki/LFE_(programming_language)) (Lisp Flavored Erlang) and [Racket](https://en.wikipedia.org/wiki/Racket_(programming_language)).

Major dialects[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=7)]

[Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp) and [Scheme](https://en.wikipedia.org/wiki/Scheme_(programming_language)) represent two major streams of Lisp development. These languages embody significantly different design choices.

[Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp) is a successor to [MacLisp](https://en.wikipedia.org/wiki/MacLisp). The primary influences were [Lisp Machine Lisp](https://en.wikipedia.org/wiki/Lisp_Machine_Lisp), [MacLisp](https://en.wikipedia.org/wiki/MacLisp), [NIL](https://en.wikipedia.org/wiki/NIL_(programming_language)), [S-1 Lisp](https://en.wikipedia.org/wiki/S-1_Lisp), [Spice Lisp](https://en.wikipedia.org/wiki/Spice_Lisp), and Scheme.[[31]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-31) It has many of the features of Lisp Machine Lisp (a large Lisp dialect used to program [Lisp Machines](https://en.wikipedia.org/wiki/Lisp_Machine)), but was designed to be efficiently implementable on any personal computer or workstation. Common Lisp has a large language standard including many built-in data types, functions, macros and other language elements, as well as an object system ([Common Lisp Object System](https://en.wikipedia.org/wiki/Common_Lisp_Object_System)). Common Lisp also borrowed certain features from Scheme such as [lexical scoping](https://en.wikipedia.org/wiki/Lexical_scoping) and [lexical closures](https://en.wikipedia.org/wiki/Lexical_closure).

[Scheme](https://en.wikipedia.org/wiki/Scheme_(programming_language)) (designed earlier) is a more minimalist design, with a much smaller set of standard features but with certain implementation features (such as [tail-call optimization](https://en.wikipedia.org/wiki/Tail-call_optimization) and full [continuations](https://en.wikipedia.org/wiki/Continuation)) not necessarily found in Common Lisp.

Scheme is a statically scoped and properly tail-recursive dialect of the Lisp programming language invented by [Guy L. Steele, Jr.](https://en.wikipedia.org/wiki/Guy_L._Steele,_Jr.) and [Gerald Jay Sussman](https://en.wikipedia.org/wiki/Gerald_Jay_Sussman). It was designed to have exceptionally clear and simple semantics and few different ways to form expressions. A wide variety of programming paradigms, including imperative, functional, and message passing styles, find convenient expression in Scheme. Scheme continues to evolve with a series of standards (Revisedn Report on the Algorithmic Language Scheme) and a series of [Scheme Requests for Implementation](https://en.wikipedia.org/wiki/Scheme_Requests_for_Implementation).

[Clojure](https://en.wikipedia.org/wiki/Clojure) is a recent dialect of Lisp that principally targets the [Java Virtual Machine](https://en.wikipedia.org/wiki/Java_Virtual_Machine), as well as the [Common Language Runtime](https://en.wikipedia.org/wiki/Common_Language_Runtime) (CLR), the [Python VM](https://en.wikipedia.org/wiki/Python_(programming_language)), the Ruby VM [YARV](https://en.wikipedia.org/wiki/YARV), and compiling to [JavaScript](https://en.wikipedia.org/wiki/JavaScript). It is designed to be a pragmatic general-purpose language. Clojure draws considerable influences from [Haskell](https://en.wikipedia.org/wiki/Haskell_(programming_language)) and places a very strong emphasis on immutability.[[32]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-clojure-immutability-32) Every feature supported by Clojure is supported at runtime. Clojure provides access to Java frameworks and libraries, with optional type hints and [type inference](https://en.wikipedia.org/wiki/Type_inference), so that calls to Java can avoid reflection and enable fast primitive operations.

Further, Lisp dialects are used as [scripting languages](https://en.wikipedia.org/wiki/Scripting_language) in many applications, with the best-known being [Emacs Lisp](https://en.wikipedia.org/wiki/Emacs_Lisp) in the [Emacs](https://en.wikipedia.org/wiki/Emacs) editor, [AutoLisp](https://en.wikipedia.org/wiki/AutoLisp) and later [Visual Lisp](https://en.wikipedia.org/wiki/Visual_Lisp) in [AutoCAD](https://en.wikipedia.org/wiki/AutoCAD), Nyquist in [Audacity](https://en.wikipedia.org/wiki/Audacity_(audio_editor)), Scheme in [LilyPond](https://en.wikipedia.org/wiki/LilyPond). The potential small size of a useful Scheme interpreter makes it particularly popular for embedded scripting. Examples include [SIOD](https://en.wikipedia.org/wiki/SIOD) and [TinyScheme](https://en.wikipedia.org/wiki/TinyScheme), both of which have been successfully embedded in the [GIMP](https://en.wikipedia.org/wiki/GIMP) image processor under the generic name "Script-fu".[[33]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-script-fu-33) LIBREP, a Lisp interpreter by John Harper originally based on the [Emacs Lisp](https://en.wikipedia.org/wiki/Emacs_Lisp) language, has been embedded in the [Sawfish](https://en.wikipedia.org/wiki/Sawfish_(window_manager)) [window manager](https://en.wikipedia.org/wiki/Window_manager).[[34]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-librep-34)

Language innovations[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=8)]

Lisp was the first language where the structure of program code is represented faithfully and directly in a standard data structure—a quality much later dubbed "[homoiconicity](https://en.wikipedia.org/wiki/Homoiconicity)". Thus, Lisp functions can be manipulated, altered or even created within a Lisp program without lower-level manipulations. This is generally considered one of the main advantages of the language with regard to its expressive power, and makes the language suitable for syntactic macros and [metacircular evaluation](https://en.wikipedia.org/wiki/Metacircular_evaluation).

A conditional using an *if-then-else* syntax was invented by McCarthy in a Fortran context. He proposed its inclusion in [ALGOL](https://en.wikipedia.org/wiki/ALGOL), but it was not made part of the [Algol 58](https://en.wikipedia.org/wiki/Algol_58)specification. For Lisp, McCarthy used the more general *cond*-structure.[[35]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-35) [Algol 60](https://en.wikipedia.org/wiki/Algol_60) took up *if-then-else* and popularized it.

Lisp deeply influenced [Alan Kay](https://en.wikipedia.org/wiki/Alan_Kay), the leader of the research on [Smalltalk](https://en.wikipedia.org/wiki/Smalltalk), and then in turn Lisp was influenced by Smalltalk, by adopting object-oriented programming features (classes, instances, etc.) in the late 1970s. The Flavors object system introduced [multiple inheritance](https://en.wikipedia.org/wiki/Multiple_inheritance).

Lisp introduced the concept of [automatic garbage collection](https://en.wikipedia.org/wiki/Garbage_collection_(computer_science)), in which the system walks the [heap](https://en.wikipedia.org/wiki/Heap_(memory_management)) looking for unused memory. Progress in modern sophisticated garbage collection algorithms such as generational garbage collection was stimulated by its use in Lisp.[[36]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-36)

[Edsger W. Dijkstra](https://en.wikipedia.org/wiki/Edsger_W._Dijkstra) in his 1972 [Turing Award](https://en.wikipedia.org/wiki/Turing_Award) lecture said,

"With a few very basic principles at its foundation, it [LISP] has shown a remarkable stability. Besides that, LISP has been the carrier for a considerable number of in a sense our most sophisticated computer applications. LISP has jokingly been described as “the most intelligent way to misuse a computer”. I think that description a great compliment because it transmits the full flavour of liberation: it has assisted a number of our most gifted fellow humans in thinking previously impossible thoughts."[[37]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-37)

Largely because of its resource requirements with respect to early computing hardware (including early microprocessors), Lisp did not become as popular outside of the [AI](https://en.wikipedia.org/wiki/AI)community as [Fortran](https://en.wikipedia.org/wiki/Fortran) and the [ALGOL](https://en.wikipedia.org/wiki/ALGOL)-descended [C](https://en.wikipedia.org/wiki/C_(programming_language)) language. Because of its suitability to complex and dynamic applications, Lisp is currently[[*when?*](https://en.wikipedia.org/wiki/Wikipedia:Manual_of_Style/Dates_and_numbers#Chronological_items)] enjoying some resurgence of popular interest.[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)]

Syntax and semantics[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=9)]

***Note****: This article's examples are written in*[*Common Lisp*](https://en.wikipedia.org/wiki/Common_Lisp)*(though most are also valid in*[*Scheme*](https://en.wikipedia.org/wiki/Scheme_(programming_language))*).*

**Symbolic expressions (S-expressions)**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=10)]

Lisp is an [expression](https://en.wikipedia.org/wiki/Expression_(computer_science))-oriented language. Unlike most other languages, no distinction is made between "expressions" and ["statements"](https://en.wikipedia.org/wiki/Statement_(programming));[[*dubious*](https://en.wikipedia.org/wiki/Wikipedia:Disputed_statement)*–*[*discuss*](https://en.wikipedia.org/wiki/Talk:Lisp_(programming_language)#Dubious)] all code and data are written as expressions. When an expression is *evaluated*, it produces a value (in Common Lisp, possibly multiple values), which can then be embedded into other expressions. Each value can be any data type.

McCarthy's 1958 paper introduced two types of syntax: *Symbolic expressions* ([S-expressions](https://en.wikipedia.org/wiki/S-expression), sexps), which mirror the internal representation of code and data; and *Meta expressions* ([M-expressions](https://en.wikipedia.org/wiki/M-expression)), which express functions of S-expressions. M-expressions never found favor, and almost all Lisps today use S-expressions to manipulate both code and data.

The use of parentheses is Lisp's most immediately obvious difference from other programming language families. As a result, students have long given Lisp nicknames such as *Lost In Stupid Parentheses*, or *Lots of Irritating Superfluous Parentheses*.[[38]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-LEVIN2-38) However, the S-expression syntax is also responsible for much of Lisp's power: the syntax is extremely regular, which facilitates manipulation by computer. However, the syntax of Lisp is not limited to traditional parentheses notation. It can be extended to include alternative notations. For example, XMLisp is a Common Lisp extension that employs the [metaobject protocol](https://en.wikipedia.org/wiki/Metaobject#Metaobject_protocol) to integrate S-expressions with the Extensible Markup Language ([XML](https://en.wikipedia.org/wiki/XML)).

The reliance on expressions gives the language great flexibility. Because Lisp [functions](https://en.wikipedia.org/wiki/Function_(programming)) are written as lists, they can be processed exactly like data. This allows easy writing of programs which manipulate other programs ([metaprogramming](https://en.wikipedia.org/wiki/Metaprogramming)). Many Lisp dialects exploit this feature using macro systems, which enables extension of the language almost without limit.

**Lists**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=11)]

A Lisp list is written with its elements separated by whitespace, and surrounded by parentheses. For example, (1 2 foo) is a list which elements are three *atoms* 1, 2, and [foo](https://en.wikipedia.org/wiki/Foo). These values are implicitly typed: they are respectively two integers and a Lisp-specific data type called a "symbol", and do not have to be declared as such.

The empty list () is also represented as the special atom nil. This is the only entity in Lisp which is both an atom and a list.

Expressions are written as lists, using [prefix notation](https://en.wikipedia.org/wiki/Polish_notation). The first element in the list is the name of a function, the name of a macro, a lambda expression or the name of a "special operator" (see below). The remainder of the list are the arguments. For example, the function list returns its arguments as a list, so the expression

(list 1 2 (**quote** foo))

evaluates to the list (1 2 foo). The "quote" before the [foo](https://en.wikipedia.org/wiki/Foo) in the preceding example is a "special operator" which returns its argument without evaluating it. Any unquoted expressions are recursively evaluated before the enclosing expression is evaluated. For example,

(list 1 2 (list 3 4))

evaluates to the list (1 2 (3 4)). Note that the third argument is a list; lists can be nested.

**Operators**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=12)]

Arithmetic operators are treated similarly. The expression

(+ 1 2 3 4)

evaluates to 10. The equivalent under [infix notation](https://en.wikipedia.org/wiki/Infix_notation) would be "1 + 2 + 3 + 4".

Lisp has no notion of operators as implemented in Algol-derived languages. Arithmetic operators in Lisp are [variadic functions](https://en.wikipedia.org/wiki/Variadic_function) (or [*n-ary*](https://en.wikipedia.org/wiki/N-ary)), able to take any number of arguments. A C-style '++' increment operator is sometimes implemented under the name incf giving syntax

(incf x)

, equivalent to (setq x (+ x 1)), returning the new value of x.

"Special operators" (sometimes called "special forms") provide Lisp's control structure. For example, the special operator **if** takes three arguments. If the first argument is non-nil, it evaluates to the second argument; otherwise, it evaluates to the third argument. Thus, the expression

(**if** nil

(list 1 2 "foo")

(list 3 4 "bar"))

evaluates to (3 4 "bar"). Of course, this would be more useful if a non-trivial expression had been substituted in place of nil.

Lisp also provides logical operators **and**, **or** and **not**. The **and** and **or** operator do [short circuit evaluation](https://en.wikipedia.org/wiki/Short_circuit_evaluation) and will return their first non-nil argument.

(or (and "zero" nil "never") "James" 'task 'time)

will evaluate to "James".

**Lambda expressions and function definition**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=13)]

Another special operator, **lambda**, is used to bind variables to values which are then evaluated within an expression. This operator is also used to create functions: the arguments to **lambda** are a list of arguments, and the expression or expressions to which the function evaluates (the returned value is the value of the last expression that is evaluated). The expression

(**lambda** (arg) (+ arg 1))

evaluates to a function that, when applied, takes one argument, binds it to arg and returns the number one greater than that argument. Lambda expressions are treated no differently from named functions; they are invoked the same way. Therefore, the expression

((**lambda** (arg) (+ arg 1)) 5)

evaluates to 6.

Named functions are created by storing a lambda expression in a symbol using the [defun](https://en.wikipedia.org/wiki/Defun) macro.

(defun foo (a b c d) (+ a b c d))

(defun f (a) b...) defines a new function named f in the global environment. It is conceptually similar to the expression:

(setf (fdefinition 'f) #'(**lambda** (a) (**block** f b...)))

**Atoms**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=14)]

In the original **LISP** there were two fundamental [data types](https://en.wikipedia.org/wiki/Data_type): atoms and lists. A list was a finite ordered sequence of elements, where each element is either an atom or a list, and an atom was a [number](https://en.wikipedia.org/wiki/Number) or a symbol. A symbol was essentially a unique named item, written as an [alphanumeric](https://en.wikipedia.org/wiki/Alphanumeric) string in [source code](https://en.wikipedia.org/wiki/Source_code), and used either as a variable name or as a data item in [symbolic processing](https://en.wikipedia.org/wiki/Symbolic_processing). For example, the list (FOO (BAR 1) 2) contains three elements: the symbol FOO, the list (BAR 1), and the number 2.

The essential difference between atoms and lists was that atoms were immutable and unique. Two atoms that appeared in different places in source code but were written in exactly the same way represented the same object,[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)] whereas each list was a separate object that could be altered independently of other lists and could be distinguished from other lists by comparison operators.

As more data types were introduced in later Lisp dialects, and [programming styles](https://en.wikipedia.org/wiki/Programming_style) evolved, the concept of an atom lost[IMPORTANCE[![https://cdncache1-a.akamaihd.net/items/it/img/arrow-10x10.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAKCAYAAACNMs+9AAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAyRpVFh0WE1MOmNvbS5hZG9iZS54bXAAAAAAADw/eHBhY2tldCBiZWdpbj0i77u/IiBpZD0iVzVNME1wQ2VoaUh6cmVTek5UY3prYzlkIj8+IDx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iIHg6eG1wdGs9IkFkb2JlIFhNUCBDb3JlIDUuMy1jMDExIDY2LjE0NTY2MSwgMjAxMi8wMi8wNi0xNDo1NjoyNyAgICAgICAgIj4gPHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj4gPHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9IiIgeG1sbnM6eG1wPSJodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvIiB4bWxuczp4bXBNTT0iaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wL21tLyIgeG1sbnM6c3RSZWY9Imh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC9zVHlwZS9SZXNvdXJjZVJlZiMiIHhtcDpDcmVhdG9yVG9vbD0iQWRvYmUgUGhvdG9zaG9wIENTNiAoTWFjaW50b3NoKSIgeG1wTU06SW5zdGFuY2VJRD0ieG1wLmlpZDo4Njc4OTc4NDJEMzUxMUUzOTFBM0I3RjJCMjVEOEI2RCIgeG1wTU06RG9jdW1lbnRJRD0ieG1wLmRpZDo4Njc4OTc4NTJEMzUxMUUzOTFBM0I3RjJCMjVEOEI2RCI+IDx4bXBNTTpEZXJpdmVkRnJvbSBzdFJlZjppbnN0YW5jZUlEPSJ4bXAuaWlkOjg2Nzg5NzgyMkQzNTExRTM5MUEzQjdGMkIyNUQ4QjZEIiBzdFJlZjpkb2N1bWVudElEPSJ4bXAuZGlkOjg2Nzg5NzgzMkQzNTExRTM5MUEzQjdGMkIyNUQ4QjZEIi8+IDwvcmRmOkRlc2NyaXB0aW9uPiA8L3JkZjpSREY+IDwveDp4bXBtZXRhPiA8P3hwYWNrZXQgZW5kPSJyIj8+mX0bwAAAAL9JREFUeNpsz78LgUEcx/F7OIOUUga7Tf4LJaWsZvWUXTZRSlJYKAazbIqyK4t/wKiUgcGkSH6/v3VyxadeXU/3uXu+57jLmDIJIowdrhgi+9n0wIcuDlijigf6eH2KGhXk0MEZDSQwgYOnXChFFzMUzeEUxvCbg2nkpRjBXX0Tt0oZzLHQ6jctM9tKCqihru2BrbTNWkAJI3n1BgH1PyHcsNXmV/LiKS5WyYskBjhKsYcTyohaxb3MhqZ8vAUYAP8OKf0qLt2tAAAAAElFTkSuQmCC)](https://en.wikipedia.org/wiki/Lisp_(programming_language)#2986273)](https://en.wikipedia.org/wiki/Lisp_(programming_language)#2986273).[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)] Many dialects still retained the predicate *atom* for [legacy compatibility](https://en.wikipedia.org/wiki/Legacy_compatibility),[[*citation needed*](https://en.wikipedia.org/wiki/Wikipedia:Citation_needed)] defining it true for any object which is not a cons.

**Conses and lists**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=15)]

*Main article:*[*Cons*](https://en.wikipedia.org/wiki/Cons)

[![https://upload.wikimedia.org/wikipedia/commons/thumb/1/1b/Cons-cells.svg/300px-Cons-cells.svg.png](data:image/png;base64,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)](https://en.wikipedia.org/wiki/File:Cons-cells.svg)

Box-and-pointer diagram for the list (42 69 613)

A Lisp list is [singly linked](https://en.wikipedia.org/wiki/Singly_linked_list). Each cell of this list is called a *cons* (in Scheme, a *pair*), and is composed of two [pointers](https://en.wikipedia.org/wiki/Pointer_(computer_programming)), called the *car* and *cdr*. These are respectively equivalent to the data and next fields discussed in the article [*linked list*](https://en.wikipedia.org/wiki/Linked_list).

Of the many data structures that can be built out of cons cells, one of the most basic is called a *proper list*. A proper list is either the special nil (empty list) symbol, or a cons in which the car points to a datum (which may be another cons structure, such as a list), and the cdr points to another proper list.

If a given cons is taken to be the head of a linked list, then its car points to the first element of the list, and its cdr points to the rest of the list. For this reason, the car and cdr functions are also called first and rest when referring to conses which are part of a linked list (rather than, say, a tree).

Thus, a Lisp list is not an atomic object, as an instance of a container class in C++ or Java would be. A list is nothing more than an aggregate of linked conses. A variable which refers to a given list is simply a pointer to the first cons in the list. Traversal of a list can be done by *cdring down* the list; that is, taking successive cdrs to visit each cons of the list; or by using any of several [higher-order functions](https://en.wikipedia.org/wiki/Higher-order_function) to map a function over a list.

Because conses and lists are so universal in Lisp systems, it is a common misconception that they are Lisp's only data structures. In fact, all but the most simplistic Lisps have other data structures, such as vectors ([arrays](https://en.wikipedia.org/wiki/Array_data_type)), hash tables, structures, and so forth.

**S-expressions represent lists**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=16)]

Parenthesized S-expressions represent linked list structures. There are several ways to represent the same list as an S-expression. A cons can be written in *dotted-pair notation*as (a . b), where a is the car and b the cdr. A longer proper list might be written (a . (b . (c . (d . nil)))) in dotted-pair notation. This is conventionally abbreviated as (a b c d) in *list notation*. An improper list[[39]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-39) may be written in a combination of the two – as (a b c . d) for the list of three conses whose last cdr is d(i.e., the list (a . (b . (c . d))) in fully specified form).

**List-processing procedures**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=17)]

Lisp provides many built-in procedures for accessing and controlling lists. Lists can be created directly with the list procedure, which takes any number of arguments, and returns the list of these arguments.

(list 1 2 'a 3)

*;Output: (1 2 a 3)*

(list 1 '(2 3) 4)

*;Output: (1 (2 3) 4)*

Because of the way that lists are constructed from [cons pairs](https://en.wikipedia.org/wiki/Cons_pair), the cons procedure can be used to add an element to the front of a list. Note that the cons procedure is asymmetric in how it handles list arguments, because of how lists are constructed.

(cons 1 '(2 3))

*;Output: (1 2 3)*

(cons '(1 2) '(3 4))

*;Output: ((1 2) 3 4)*

The append procedure appends two (or more) lists to one another. Because Lisp lists are linked lists, appending two lists has [asymptotic time complexity](https://en.wikipedia.org/wiki/Big_O_notation) {\displaystyle O(n)}

(append '(1 2) '(3 4))

*;Output: (1 2 3 4)*

(append '(1 2 3) '() '(a) '(5 6))

*;Output: (1 2 3 a 5 6)*

**Shared structure**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=18)]

Lisp lists, being simple linked lists, can share structure with one another. That is to say, two lists can have the same *tail*, or final sequence of conses. For instance, after the execution of the following Common Lisp code:

(setf foo (list 'a 'b 'c))

(setf bar (cons 'x (cdr foo)))

the lists foo and bar are (a b c) and (x b c) respectively. However, the tail (b c) is the same structure in both lists. It is not a copy; the cons cells pointing to b and c are in the same memory locations for both lists.

Sharing structure rather than copying can give a dramatic performance improvement. However, this technique can interact in undesired ways with functions that alter lists passed to them as arguments. Altering one list, such as by replacing the c with a goose, will affect the other:

(setf (third foo) 'goose)

This changes foo to (a b goose), but thereby also changes bar to (x b goose) – a possibly unexpected result. This can be a source of bugs, and functions which alter their arguments are documented as *destructive* for this very reason.

Aficionados of [functional programming](https://en.wikipedia.org/wiki/Functional_programming) avoid destructive functions. In the Scheme dialect, which favors the functional style, the names of destructive functions are marked with a cautionary exclamation point, or "bang"—such as set-car! (read *set car bang*), which replaces the car of a cons. In the Common Lisp dialect, destructive functions are commonplace; the equivalent of set-car! is named rplaca for "replace car." This function is rarely seen however as Common Lisp includes a special facility, setf, to make it easier to define and use destructive functions. A frequent style in Common Lisp is to write code functionally (without destructive calls) when prototyping, then to add destructive calls as an optimization where it is safe to do so.

**Self-evaluating forms and quoting**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=19)]

Lisp evaluates expressions which are entered by the user. Symbols and lists evaluate to some other (usually, simpler) expression – for instance, a symbol evaluates to the value of the variable it names; (+ 2 3) evaluates to 5. However, most other forms evaluate to themselves: if entering 5 into Lisp, it returns 5.

Any expression can also be marked to prevent it from being evaluated (as is necessary for symbols and lists). This is the role of the **quote** special operator, or its abbreviation ' (one quotation mark). For instance, usually if entering the symbol foo, it returns the value of the corresponding variable (or an error, if there is no such variable). To refer to the literal symbol, enter (**quote** foo) or, usually, 'foo.

Both Common Lisp and Scheme also support the *backquote* operator (termed [*quasiquote*](https://en.wikipedia.org/wiki/Quasiquote) in Scheme), entered with the ` character ([grave accent](https://en.wikipedia.org/wiki/Grave_accent#Use_in_programming)). This is almost the same as the plain quote, except it allows expressions to be evaluated and their values interpolated into a quoted list with the comma , *unquote* and comma-at ,@ *splice* operators. If the variable snue has the value (bar baz) then `(foo ,snue) evaluates to (foo (bar baz)), while `(foo ,@snue) evaluates to (foo bar baz). The backquote is most often used in defining macro expansions.[[40]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-40)[[41]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-41)

Self-evaluating forms and quoted forms are Lisp's equivalent of literals. It may be possible to modify the values of (mutable) literals in program code. For instance, if a function returns a quoted form, and the code that calls the function modifies the form, this may alter the behavior of the function on subsequent iterations.

(defun should-be-constant ()

'(one two three))

(**let** ((stuff (should-be-constant)))

(setf (third stuff) 'bizarre)) *; bad!*

(should-be-constant) *; returns (one two bizarre)*

Modifying a quoted form like this is generally considered bad style, and is defined by ANSI Common Lisp as erroneous (resulting in "undefined" behavior in compiled files, because the file-compiler can coalesce similar constants, put them in write-protected memory, etc.).

Lisp's formalization of quotation has been noted by [Douglas Hofstadter](https://en.wikipedia.org/wiki/Douglas_Hofstadter) (in [*Gödel, Escher, Bach*](https://en.wikipedia.org/wiki/G%C3%B6del,_Escher,_Bach)) and others as an example of the [philosophical](https://en.wikipedia.org/wiki/Philosophy) idea of [self-reference](https://en.wikipedia.org/wiki/Self-reference).

**Scope and closure**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=20)]

The Lisp family splits over the use of dynamic or static (a.k.a. lexical) [scope](https://en.wikipedia.org/wiki/Scope_(programming)). Clojure, Common Lisp and Scheme make use of static scoping by default, while [newLISP](https://en.wikipedia.org/wiki/NewLISP), [Picolisp](https://en.wikipedia.org/wiki/Picolisp)and the embedded languages in [Emacs](https://en.wikipedia.org/wiki/Emacs) and [AutoCAD](https://en.wikipedia.org/wiki/AutoCAD) use dynamic scoping.

**List structure of program code; exploitation by macros and compilers**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=21)]

A fundamental distinction between Lisp and other languages is that in Lisp, the textual representation of a program is simply a human-readable description of the same internal data structures (linked lists, symbols, number, characters, etc.) as would be used by the underlying Lisp system.

Lisp uses this to implement a very powerful macro system. Like other macro languages such as [C](https://en.wikipedia.org/wiki/C_(programming_language)), a macro returns code that can then be compiled. However, unlike C macros, the macros are Lisp functions and so can exploit the full power of Lisp.

Further, because Lisp code has the same structure as lists, macros can be built with any of the list-processing functions in the language. In short, anything that Lisp can do to a data structure, Lisp macros can do to code. In contrast, in most other languages, the parser's output is purely internal to the language implementation and cannot be manipulated by the programmer.

This feature makes it easy to develop *efficient* languages within languages. For example, the Common Lisp Object System can be implemented cleanly as a language extension using macros. This means that if an application needs a different inheritance mechanism, it can use a different object system. This is in stark contrast to most other languages; for example, Java does not support multiple inheritance and there is no reasonable way to add it.

In simplistic Lisp implementations, this list structure is directly [interpreted](https://en.wikipedia.org/wiki/Interpreter_(computing)) to run the program; a function is literally a piece of list structure which is traversed by the interpreter in executing it. However, most substantial Lisp systems also include a compiler. The compiler translates list structure into machine code or [bytecode](https://en.wikipedia.org/wiki/Bytecode) for execution. This code can run as fast as code compiled in conventional languages such as C.

Macros expand before the compilation step, and thus offer some interesting options. If a program needs a precomputed table, then a macro might create the table at compile time, so the compiler need only output the table and need not call code to create the table at run time. Some Lisp implementations even have a mechanism, eval-when, that allows code to be present during compile time (when a macro would need it), but not present in the emitted module.[[42]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-42)

**Evaluation and the read–eval–print loop**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=22)]

Lisp languages are often used with an interactive [command line](https://en.wikipedia.org/wiki/Command_line), which may be combined with an [integrated development environment](https://en.wikipedia.org/wiki/Integrated_development_environment) (IDE). The user types in expressions at the command line, or directs the IDE to transmit them to the Lisp system. Lisp *reads* the entered expressions, *evaluates* them, and *prints* the result. For this reason, the Lisp command line is called a [*read–eval–print loop*](https://en.wikipedia.org/wiki/Read%E2%80%93eval%E2%80%93print_loop) ([REPL](https://en.wikipedia.org/wiki/REPL)).

The basic operation of the REPL is as follows. This is a simplistic description which omits many elements of a real Lisp, such as quoting and macros.

The read function accepts textual S-expressions as input, and parses them into an internal data structure. For instance, if you type the text (+ 1 2) at the prompt, readtranslates this into a linked list with three elements: the symbol +, the number 1, and the number 2. It so happens that this list is also a valid piece of Lisp code; that is, it can be evaluated. This is because the car of the list names a function—the addition operation.

Note that a foo will be read as a single symbol. 123 will be read as the number one hundred and twenty-three. "123" will be read as the string "123".

The eval function evaluates the data, returning zero or more other Lisp data as a result. Evaluation does not have to mean interpretation; some Lisp systems compile every expression to native machine code. It is simple, however, to describe evaluation as interpretation: To evaluate a list whose car names a function, eval first evaluates each of the arguments given in its cdr, then applies the function to the arguments. In this case, the function is addition, and applying it to the argument list (1 2) yields the answer 3. This is the result of the evaluation.

The symbol foo evaluates to the value of the symbol foo. Data like the string "123" evaluates to the same string. The list (**quote** (1 2 3)) evaluates to the list (1 2 3).

It is the job of the print function to represent output to the user. For a simple result such as 3 this is trivial. An expression which evaluated to a piece of list structure would require that print traverse the list and print it out as an S-expression.

To implement a Lisp REPL, it is necessary only to implement these three functions and an infinite-loop function. (Naturally, the implementation of eval will be complex, since it must also implement all special operators like **if** or **lambda**.) This done, a basic REPL is one line of code: (loop (print (eval (read)))).

The Lisp REPL typically also provides input editing, an input history, error handling and an interface to the debugger.

Lisp is usually evaluated [eagerly](https://en.wikipedia.org/wiki/Eager_evaluation). In [Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp), arguments are evaluated in [applicative order](https://en.wikipedia.org/wiki/Applicative_order) ('leftmost innermost'), while in [Scheme](https://en.wikipedia.org/wiki/Scheme_programming_language) order of arguments is undefined, leaving room for optimization by a compiler.

**Control structures**[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=23)]

Lisp originally had very few control structures, but many more were added during the language's evolution. (Lisp's original conditional operator, cond, is the precursor to later if-then-else structures.)

Programmers in the Scheme dialect often express loops using [tail recursion](https://en.wikipedia.org/wiki/Tail_recursion). Scheme's commonality in academic computer science has led some students to believe that tail recursion is the only, or the most common, way to write iterations in Lisp, but this is incorrect. All oft-seen Lisp dialects have imperative-style iteration constructs, from Scheme's do loop to [Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp)'s complex loop expressions. Moreover, the key issue that makes this an objective rather than subjective matter is that Scheme makes specific requirements for the handling of [tail calls](https://en.wikipedia.org/wiki/Tail_call), and thus the reason that the use of tail recursion is generally encouraged for Scheme is that the practice is expressly supported by the language definition. By contrast, ANSI Common Lisp does not require[[43]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-43) the optimization commonly termed a tail call elimination. Thus, the fact that tail recursive style as a casual replacement for the use of more traditional [iteration](https://en.wikipedia.org/wiki/Iteration) constructs (such as do, dolist or loop) is discouraged[[44]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-44) in Common Lisp is not just a matter of stylistic preference, but potentially one of efficiency (since an apparent tail call in Common Lisp may not compile as a simple [jump](https://en.wikipedia.org/wiki/Branch_(computer_science))) and program correctness (since tail recursion may increase stack use in Common Lisp, risking [stack overflow](https://en.wikipedia.org/wiki/Stack_overflow)).

Some Lisp control structures are *special operators*, equivalent to other languages' syntactic keywords. Expressions using these operators have the same surface appearance as function calls, but differ in that the arguments are not necessarily evaluated—or, in the case of an iteration expression, may be evaluated more than once.

In contrast to most other major programming languages, Lisp allows implementing control structures using the language. Several control structures are implemented as Lisp macros, and can even be macro-expanded by the programmer who wants to know how they work.

Both Common Lisp and Scheme have operators for non-local control flow. The differences in these operators are some of the deepest differences between the two dialects. Scheme supports *re-entrant*[*continuations*](https://en.wikipedia.org/wiki/Continuation) using the call/cc procedure, which allows a program to save (and later restore) a particular place in execution. Common Lisp does not support re-entrant continuations, but does support several ways of handling escape continuations.

Often, the same algorithm can be expressed in Lisp in either an imperative or a functional style. As noted above, Scheme tends to favor the functional style, using tail recursion and continuations to express control flow. However, imperative style is still quite possible. The style preferred by many Common Lisp programmers may seem more familiar to programmers used to structured languages such as C, while that preferred by Schemers more closely resembles pure-functional languages such as [Haskell](https://en.wikipedia.org/wiki/Haskell_(programming_language)).

Because of Lisp's early heritage in list processing, it has a wide array of higher-order functions relating to iteration over sequences. In many cases where an explicit loop would be needed in other languages (like a for loop in C) in Lisp the same task can be accomplished with a higher-order function. (The same is true of many functional programming languages.)

A good example is a function which in Scheme is called map and in Common Lisp is called mapcar. Given a function and one or more lists, mapcar applies the function successively to the lists' elements in order, collecting the results in a new list:

(mapcar #'+ '(1 2 3 4 5) '(10 20 30 40 50))

This applies the + function to each corresponding pair of list elements, yielding the result (11 22 33 44 55).

Examples[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=24)]

Here are examples of Common Lisp code.

The basic "[Hello world](https://en.wikipedia.org/wiki/Hello_world)" program:

(print "Hello world")

Lisp syntax lends itself naturally to recursion. Mathematical problems such as the enumeration of recursively defined sets are simple to express in this notation.

Evaluate a number's [factorial](https://en.wikipedia.org/wiki/Factorial):

(defun factorial (n)

(**if** (= n 0) 1

(\* n (factorial (- n 1)))))

An alternative implementation takes less stack space than the previous version if the underlying Lisp system optimizes [tail recursion](https://en.wikipedia.org/wiki/Tail_recursion):

(defun factorial (n **&optional** (acc 1))

(**if** (= n 0) acc

(factorial (- n 1) (\* acc n))))

Contrast with an iterative version which uses [Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp)'s loop macro:

(defun factorial (n)

(loop for i from 1 to n

for fac = 1 then (\* fac i)

finally (return fac)))

The following function reverses a list. (Lisp's built-in *reverse* function does the same thing.)

(defun -reverse (list)

(**let** ((return-value '()))

(dolist (e list) (push e return-value))

return-value))

Object systems[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=25)]

Various object systems and models have been built on top of, alongside, or into Lisp, including:

* The [Common Lisp Object System](https://en.wikipedia.org/wiki/Common_Lisp_Object_System), CLOS, is an integral part of ANSI Common Lisp. CLOS descended from New Flavors and CommonLOOPS. ANSI Common Lisp was the first standardized object-oriented programming language (1994, ANSI X3J13).
* ObjectLisp[[45]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-45) or [Object Lisp](https://en.wikipedia.org/wiki/Object_Lisp), used by [Lisp Machines Incorporated](https://en.wikipedia.org/wiki/Lisp_Machines_Incorporated) and early versions of Macintosh Common Lisp
* LOOPS (Lisp Object-Oriented Programming System) and the later [CommonLOOPS](https://en.wikipedia.org/wiki/CommonLOOPS)
* [Flavors](https://en.wikipedia.org/wiki/Flavors_(computer_science)), built at [MIT](https://en.wikipedia.org/wiki/Massachusetts_Institute_of_Technology), and its descendant New Flavors (developed by [Symbolics](https://en.wikipedia.org/wiki/Symbolics)).
* KR (short for Knowledge Representation), a [constraints](https://en.wikipedia.org/wiki/Constraint_satisfaction)-based object system developed to aid the writing of Garnet, a GUI library for [Common Lisp](https://en.wikipedia.org/wiki/Common_Lisp).
* [KEE](https://en.wikipedia.org/wiki/Knowledge_Engineering_Environment) used an object system called UNITS and integrated it with an [inference engine](https://en.wikipedia.org/wiki/Inference_engine)[[46]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-46) and a [truth maintenance system](https://en.wikipedia.org/wiki/Truth_maintenance_systems) (ATMS).

Popular usage[[edit](https://en.wikipedia.org/w/index.php?title=Lisp_(programming_language)&action=edit&section=26)]

Due to the problems of keeping track of so many brackets, some say that "LISP" is an acronym for "Lots of Irritating Single Parentheses".[[47]](https://en.wikipedia.org/wiki/Lisp_(programming_language)#cite_note-47)
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